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## Chapter 2: The Microservice Tools






## 

NGINX with host map Add Graphs +
Requests per second



## wrk - a HTTP benchmarking tool

wrk is a modern HTTP benchmarking tool capable of generating significant load when run on a single multi-core CPU. It combines a multithreaded design with scalable event notification systems such as epoll and kqueue.

An optional LuallT script can perform HTTP request generation, response processing, and custom reporting. Details are available in SCRIPTING and several examples are located in scripts/.

## Basic Usage

wrk -t12 -c400 -d30s http://127.0.0.1:8080/index.html

This runs a benchmark for 30 seconds, using 12 threads, and keeping 400 HTTP connections open.

Output:

Running 30s test @ http://127.0.0.1:8080/index.html
12 threads and 400 connections
Thread Stats Avg Stdev Max +/- Stdev Latency 635.91us $0.89 \mathrm{~ms} \quad 12.92 \mathrm{~ms} \quad 93.69 \%$
Req/Sec $56.20 \mathrm{k} \quad 8.07 \mathrm{k} \quad 62.00 \mathrm{k} \quad 86.54 \%$
22464657 requests in $30.00 \mathrm{~s}, 17.76 \mathrm{~GB}$ read
Requests/sec: 748868.53
Transfer/sec: 606.33 MB

Running $10 s$ test @ http://localhost:5000/
4 threads and 100 connections
$\begin{array}{ccccc}\text { Thread Stats Avg } & \text { Stdev } & \text { Max } & \text { +/- Stdev } \\ \text { Latency } & 268.68 \mathrm{~ms} & 73.98 \mathrm{~ms} & 678.53 \mathrm{~ms} & 89.14 \%\end{array}$
Req/Sec 92.41 25.42 141.00 69.17\%

3688 requests in 10.09s, 594.26KB read
Requests/sec: 365.55
Transfer/sec: 58.90KB

|  | A MODERN LOAD TESTING TOOL |  | STATUS <br> RUNNING <br> 9600 users Edit | SLAVES 6 |  |  | fallures $0 \%$ | STOP | Reset Stats |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| Statistics Failures Exceptions |  |  |  |  |  |  |  |  |  |
| Type | Name | \# requests | \# fails | Median | Average | Min | Max | Content Size | \# reqs/sec |
| GET | I | 1831 | 0 | 21 | 21 | 4 | 38 | 19947 | 18.3 |
| GET | /blog | 608 | 0 | 25 | 26 | 3 | 49 | 19841 | 6.9 |
| GET | /blog/[post-slug] | 612 | 0 | 14 | 15 | 2 | 27 | 19858 | 7.8 |
| GET | Morum | 573 | 0 | 26 | 26 | 3 | 49 | 20209 | 5.5 |
| GET | /forum/[thread-slug] | 596 | 0 | 30 | 30 | 6 | 55 | 20209 | 5.3 |
| POST | forum/[thread-slug] | 71 | 0 | 62 | 63 | 13 | 120 | 11188 | 0.6 |
| POST | /forum/new | 64 | 0 | 59 | 58 | 6 | 108 | 3272 | 0.7 |
| GET | /signin | 3439 | 0 | 26 | 26 | 3 | 49 | 19850 | 31.3 |
|  | Total | 7794 | 0 | 26 | 25 | 2 | 120 | 19711 | 76.4 |

## Chapter 3: Internal Patterns

| Column | Type | ```Table "public.users" Modifiers``` | \| Storage | Stats target \| Description |
| :---: | :---: | :---: | :---: | :---: |
| id | integer | not null default nextval('users_id_seq': :regclass) | plain | \| |
| name | text | not null | extended | \| |
| email | text | not null | extended | \| |
| password | text | not null | \| extended | \| |

"users_pkey" PRIMARY KEY, btree (id)




## Chapter 4: Microservice Ecosystem







Chapter 5: Shared Data Microservice Design Pattern


## Chapter 6: Aggregator Microservice Design Pattern







## Chapter 7: Proxy Microservice Design Pattern





## Chapter 8: Chained Microservice Design Pattern





## Chapter 9: Branch Microservice Design Pattern





## Chapter 10: Asynchronous Messaging Microservice





## Chapter 11: Microservices Working Together







## Chapter 12: Testing Microservices



## Chapter 13: Monitoring Security and Deployment



Results 1-7 of 7 Matching Services

Service Information
Last Updated: Sun Jan 7 14:42:51 UTC 2018
Updated every 90 seconds
Nagios® Core ${ }^{\text {TM }} 4.3 .4$ - www.nagios.org
Logged in as nagiosadmin
View Information For This Host
View Status Detail For This Hos
View Alert History For This Service
View Trends For This Service
View Alert Histogram For This Service
View Availability Report For This Service
View Notifications For This Service

Service
PING
On Host localhost
(localhost)

Member of No servicegroups.
127.0.0.1

## Service State Information








Cache



Continuous Delivery



HOST (physical or virtual)

| Service A Instance 1 | Service B Instance 1 | Service C Instance 1 | Service D Instance 1 |
| :---: | :---: | :---: | :---: |

HOST (physical or virtual)



